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# Lecture 2

## Hierarchy of Requirement Specifications

Pre Requirements:

* Requirements:
  + Requirements Document
    - System Specifications
    - Other Documents
      * Legal
      * Security
      * Privacy
  + Architectural Design
    - Types:
      * Dynamic
      * Stable
      * Determined by:
        + Elements
        + Connectors
    - Detailed Design

## Traceability Matrix

**Traceability Matrix**: a method of showing how each of the elements satisfies a requirement. You can use this to determine if a feature is necessary or if you are missing a feature.

|  |  |  |  |
| --- | --- | --- | --- |
| Elements (Ei) \ Requirements (Ri­) | R1 | R2 | Rn |
| E1 |  | P | P |
| E2 | T |  |  |
| En |  |  |  |

## Early Assignment Details

* The assignment can be submitted to a contest
* 2014-15 connect
* [dx.org/connect](http://www.dx.org/index.cfm?id=58548)
* Deadline: April 1st, 2015
* Prize: $2000

## Requirements Cont.

**Business Event (BE)**: input to a system, but worded in the form of an event

Note: time can be an event, e.g. time to update your clocks

**Environment / system interactions**:

* *I/O between system and user*
* look at the system as a black box
* the last output occurs when the “business has been carried

**Viewpoints (VP)**:

* *A target set of requirements*
* Think of it as different perspectives of how someone would want the system to be designed
* Includes things like who is using your product, but also who will be affected, such as economic perspective, i.e. cost

The more viewpoints you have, the better the representation of the system because you get a better overall perspective.

### e.g. 1)

For a BE1, you have a list of VPs from VP1 to VPn, and for BE2 you have a list of VPs from VP1 to VPm.

If you have 2 viewpoints that have little relevance, you don’t get rid of it. Instead, you mark them as void. This is because you may need it for the next BE(s)

**Functional Requirements**: something the system must do

**Non-functional Requirements**: properties the system must have, e.g. precision, availability, security, usability, look, etc.

**Constraint**: global issue that shapes the requirements

Determine functional, *then* non-functional requirements.

**Scenario**: interactions between the system and the user / environment (could be time)

**Mode**: what you think it means, but formally, a non-empty set of equivalent states

* reflexive
* transitive
* symmetric
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Complete graph with *n* nodes is *Kn*.

# Design Space

* Hardware-hiding modules:
  + Language to communicate with the hard drive
  + Virtual Machine hiding module
* Behaviour hiding modules:
  + Controller classes: sequence of events
  + Change due to requirements
* Software decision-hiding modules:
  + Algorithms
  + Physics constants
  + Theorems (i.e. math)
  + Data types
    - *n*-Tuple; a record
      * *n* gets
      * *n* sets
    - Set
      * IsMember
      * IsEmpty
      * Insert
      * Remove
    - List
      * IsEmpty
      * GetHead
      * GetNext (last element)

**Asynchronous operation**: process operates independently of other processes

**Synchronous operation**: other processes finish before some other process has finished

**Blocking**: process causes other processes to stop

**Non-blocking**: process runs without stopping other processes

[More](http://www.tornadoweb.org/en/latest/guide/async.html)

**Semaphore**:

**Protocol**: a method of communication

**MVC**: the way every software program is analyzed

**Model**: (a.k.a. Data level) constants and stored data the system interacts with

**View**: (a.k.a. Interface) what the users see and how they interact with the system

**Controller**: (a.k.a. Business Logic) what processes the data from the model

**Connector**:

**Signature-based connector**: works as long as you communicate using the correct inputs (like Radio)

**Protocol-based connector**: when communicating, both communicate with each other and confirm a connection (like WiFi)